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1
LOADING OF WEB RESOURCES

CROSS-REFERENCE TO RELATED
APPLICATIONS

This application is a continuation of application Ser. No.
13/253,033, filed Oct. 4, 2011, which claims the benefit of
U.S. Provisional Application No. 61/488,699, filed May 20,
2011, which are hereby incorporated by reference.

FIELD

Embodiments of the invention relate to the field of network
processing; and more specifically, to improving the perfor-
mance of loading web resources.

BACKGROUND

A web page is made up of a number of objects. These
objects can include the HTML of the page, the images, the
CSS that defines the layout, and also any client-side scripting
code (e.g., Javascript, VBScript). Each of the non-HTML
objects is loaded after the initial HTML of the page is loaded.
In other words, the web browser initially fetches the HTML,
then it requests all the other objects that are included in the
HTML.

This creates a number of challenges. One is that each
request for an object typically requires a separate TCP con-
nection to be setup and then torn down when the transaction
is complete, which is time consuming Another challenge is
that an object included in the page (e.g., a client-side scripting
code or other object with an external source) can effectively
block the rendering of the page while it is executed. Since
client-side scripts can alter the way the page is drawn, the
client (e.g., web browser) defers rendering the page until after
the script has loaded and executed before the basic HTML is
rendered. The result is that pages load more slowly. For
example, a page may partially load and then stall while wait-
ing for a non-HTML object to render. This problem can be
amplified when the page includes multiple objects hosted on
multiple domains, which typically requires multiple TCP
connections be established in order to access those objects.

SUMMARY

A method and apparatus for improving the performance of
loading web resources is described. In one embodiment of the
invention, the loading of objects that have an external source
(e.g., objects that have a “src” attribute) is deferred until the
HTML has rendered. For example, the loading of client-side
scripts or other objects (e.g., CSS, images, styles, classes,
Flash elements, sound files, etc.) that have an external source
is deferred until the HTML has rendered. Thus, the HTML
content of the page is rendered, and then the deferred objects
are loaded thereby reducing the perceived loading time of the
web page since the core content of the HTML page is loaded
before the deferred objects.

In one embodiment of the invention, multiple object que-
ries (e.g., multiple client-side script queries) are packaged
into a single request using a single TCP connection to a proxy
server thereby reducing the number of TCP connections
required. The responses for the multiple object queries are
streamed to the client through the single TCP connection as
they are retrieved (which means that that the requested
objects may be returned asynchronously). This reduces the
time for loading the page (in particular the client-side scripts)
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that would have been made by initiating multiple TCP
requests for multiple resources.

BRIEF DESCRIPTION OF THE DRAWINGS

The invention may best be understood by referring to the
following description and accompanying drawings that are
used to illustrate embodiments of the invention. In the draw-
ings:

FIG. 1 illustrates an exemplary system in accordance with
one embodiment of the invention;

FIGS. 2A-B are data flow diagrams illustrating exemplary
operations of the page acceleration service according to one
embodiment;

FIG. 3 is a flow diagram illustrating exemplary operations
for modifying an HTML document for improved loading
performance according to one embodiment;

FIG. 4 is a flow diagram illustrating exemplary operations
for a client network application requesting a standard pack-
age of objects (e.g., client-side scripts) for a site or page
according to one embodiment;

FIG. 5 is a flow diagram illustrating exemplary operations
for a proxy server responding to a request from a client
network application for a standard client-side script package
according to one embodiment;

FIG. 6 is a flow diagram illustrating exemplary operations
for determining which objects are to be included in a standard
object package according to one embodiment;

FIG. 7 is a flow diagram illustrating exemplary operations
for sending a manifest of objects and their respective
attributes to the proxy server according to one embodiment;

FIG. 8A is a flow diagram illustrating exemplary opera-
tions for requesting object(s) that have been deferred accord-
ing to one embodiment;

FIG. 8B is a flow diagram illustrating exemplary opera-
tions performed responsive to receiving a dynamic object
package reply according to one embodiment;

FIG. 9 is a flow diagram illustrating exemplary operations
performed on the proxy server 120 when processing a request
from a client network application for a dynamic object pack-
age according to one embodiment;

FIG. 10 is a flow diagram illustrating exemplary operations
performed by a client network application for loading scripts
after the page has loaded according to one embodiment;

FIG. 11 illustrates exemplary operations performed by a
client network application processing responses from the
proxy server including multiple resources corresponding to
multiple URLs according to one embodiment;

FIG. 12 illustrates an exemplary package response accord-
ing to one embodiment; and

FIG. 13 illustrates an exemplary computer system used in
accordance with some embodiments.

DESCRIPTION OF EMBODIMENTS

In the following description, numerous specific details are
set forth. However, it is understood that embodiments of the
invention may be practiced without these specific details. In
other instances, well-known circuits, structures and tech-
niques have not been shown in detail in order not to obscure
the understanding of this description. Those of ordinary skill
in the art, with the included descriptions, will be able to
implement appropriate functionality without undue experi-
mentation.

References in the specification to “one embodiment,” “an
embodiment,” “an example embodiment,” etc., indicate that
the embodiment described may include a particular feature,
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structure, or characteristic, but every embodiment may not
necessarily include the particular feature, structure, or char-
acteristic. Moreover, such phrases are not necessarily refer-
ring to the same embodiment. Further, when a particular
feature, structure, or characteristic is described in connection
with an embodiment, it is submitted that it is within the
knowledge of one skilled in the art to effect such feature,
structure, or characteristic in connection with other embodi-
ments whether or not explicitly described. In the following
description and claims, the terms “coupled” along with its
derivatives, may be used. “Coupled” is used to indicate that
two or more elements, which may or may not be in direct
physical or electrical contact with each other, co-operate or
interact with each other.

A method and apparatus for improving the performance of
loading web resources is described. In one embodiment of the
invention, the loading of objects that have an external source
(e.g., a “src” attribute) is deferred until the HTML has ren-
dered. For example, the loading of client-side scripts or other
objects (e.g., CSS, images, styles, classes, Flash elements,
sound files, etc.) that have an external source is deferred until
the HTML has rendered. Thus, the HTML content of the page
is rendered, and then the deferred objects are loaded thereby
reducing the perceived loading time of the web page since the
core content of the HTML page is loaded before the deferred
objects.

In one embodiment of the invention, multiple object que-
ries (e.g., multiple client-side script queries) are packaged
into a single TCP request to a proxy server thereby reducing
the number of TCP connections required. The responses for
the multiple object queries are streamed to the client through
the single TCP connection as they are retrieved (which means
that that the requested objects may be returned asynchro-
nously). This reduces the time for loading the page (in par-
ticular the client-side scripts) that would have been made by
initiating multiple TCP requests for multiple resources.

Some embodiments of the invention are employed using an
Internet-based proxy system. The page acceleration service is
available over the Internet and does not require customers
(e.g., owners of a domain and/or personnel working on behalf
of domain owner) to install hardware or software and pro-
vides at least a portion of the improved loading of web
resources described herein (sometimes referred to as page
acceleration). Some embodiments of the invention employ a
proxy server that modifies HTML documents to enable them
for page acceleration, which will be described in greater
detail later herein.

In some embodiments, the proxy server is provisioned
through DNS (Domain Name System). For example, DNS
record(s) are changed for a website such that DNS resolution
requests for the corresponding domain points to the proxy
server. In some embodiments, the authoritative name server
of'a domain is changed to an authoritative name server of the
service and individual DNS records are changed to point to
the proxy server. In other embodiments, customers of the
service change individual DNS records to point to a proxy
server (or point to other domain(s) that point to a proxy server
of'the service). For example, the customers may change their
DNS records to point to a CNAME that corresponds with a
proxy server of the service.

In another embodiment, the visitors (e.g., users of client
devices) change their DNS provider to a DNS provider of the
service (typically changed through operating system set-
tings). DNS requests therefore are sent to the DNS provider of
the service, which point to the proxy server regardless of
whether the domain in the DNS requests resolves to the proxy
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server. In order to access the origin server, the proxy server
looks up the authoritative name server and performs DNS
resolution as normal.

In another embodiment, the client network application
(e.g., browsers) are configured to transmit web requests to the
proxy server regardless of whether the requests resolve to the
proxy server. The client network application may be config-
ured with an exclusion list that lists domains for which
requests are not sent to the proxy server (all other requests
are) or an inclusion list that lists domains for which requests
are to be sent to the proxy server (all other requests are not
sent to the proxy server).

FIG. 1 illustrates an exemplary system in accordance with
one embodiment of the invention. The domain owners
135A-L are customers and their domains point to the proxy
server 120. The authoritative name servers for each the
domains of the domain owners 135A-I have been changed to
the authoritative name server 142, which is associated with
the service provided through the proxy server 120. It should
be understood that the backup authoritative name servers
serving the domains may also be changed. The zone file
records for the domains of the domain owners 135A-L are
also changed such that DNS resolution requests for the
domains owned by the domain owners 135A-L, which corre-
spond with the origin servers 130A-L respectively, resolve to
the proxy server 120. In one embodiment, customers (e.g., the
domain owners 135A-L or other entity (e.g., web administra-
tors) on behalf of the domain owners 135A-L) may use the
service server 125 to change their authoritative name server to
the authoritative name server 142 and change their zone file
records to have their domain point to the proxy server 120.

The service server 125, operated by the service, provides a
set of tools and interfaces for the domain owners 135A-L and
is accessible over the Internet. For example, the service server
125, among other things, allows the domain owners 135A-L.
to register for the service. For example, the service server 125
may includes tools to assist the domain owners 135A-L in
changing their authoritative name servers and zone file
record(s). It should be understood, however, that the domain
owners 135A-L. may change their authoritative name server
and zone file record(s) without use of the service server 125
(i.e., they may directly change the authoritative name server
and zone file).

The DNS system 140 is used to refer to the DNS system as
a whole and includes multiple DNS servers to resolve DNS
requests. As illustrated, the DNS system 140 includes the
authoritative name server 142, which is an authoritative name
server for the service. Thus, the authoritative name server 142
is the authoritative name server for the domains correspond-
ing to the origin servers 130A-L. Accordingly, when the DNS
system 140 resolves a request for a domain corresponding to
one of the origin servers 130A-L, the authoritative name
server 142 provides the authoritative answer. It should be
understood that the DNS system 140 includes more DNS
servers (e.g., preferred domain servers, top-level domain
name servers, other domain servers) than illustrated. It should
also be understood that there may be multiple authoritative
web servers for the service and they may be geographically
distributed.

The client devices 110A-I are computing devices (e.g.,
laptops, workstations, smartphones, palm tops, mobile
phones, tablets, gaming systems, set-top boxes, etc.) that are
capable of accessing network resources. Each of the client
devices 110A-I include a client network application 115,
which is capable of accessing network resources. Users at the
client devices 110A-I request network resources (e.g., HTML
pages, images, word processing documents, PDF files, movie
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files, music files, or other computer files) through a client
network application such as a web browser or other applica-
tion (e.g., FTP client, SSH client, Telnet client, etc.).

The origin servers 130A-L. are computing devices that
serve network resources (e.g., HTML pages, images, word
processing documents, PDF files, movie files, music files, or
other computer files). The origin servers 130A-L respond to
requests for network resources (e.g., from an HTTP request,
FTP request, telnet request, etc.). Although not illustrated in
FIG. 1, it should be understood that the network resources of
the origin servers 130A-L. may be stored separately from the
device that responds to the requests.

The proxy server 120 is a computing device that is situated
between the client devices 110A-I and the origin servers
130A-L and provides many of the features of the page accel-
eration service. Certain network traffic passes through the
proxy server 120 (traffic sent from the client devices 110A-I
and/or traffic sent from the origin servers 130A-L.). Based on
at least in part on this traffic, the proxy server 120 provides at
least a portion of the improved loading of web resources
which will be described in greater detail later herein.

The client devices 110A-I request DNS resolution when a
domain name is used or requested by their client network
application and is not known (e.g., is not in alocal DNS cache
orthe DNSrecord in its local cache has expired). Consider the
following example, where a user of the client device 110A
enters the website example.com into a web browser of the
device (the origin server 130A serves the website example-
.com). If the client device 110A does not know the IP address
of example.com, (e.g., the cache on the client device 110A
does not have an entry for example.com or it has expired), the
client device makes a DNS request 150 to the DNS system
140 for the IP address for example.com. The domain owner of
example.com has changed its authoritative name server to the
authoritative name server 142, and the DNS zone file has been
changed so that the IP address returned by the authoritative
name server 142 will be that of the proxy server 120. As such,
the DNS system 140 performs a recursive or iterative DNS
process until the authoritative name server 142 returns the IP
address for the proxy server 120 in the DNS response 152.

Sometime after the DNS resolution is complete and the
client device 110A learns the IP address that points to
example.com (which is the IP address of the proxy server
120), the client device 110A makes the request 154 (e.g., an
HTTP GET request, an HTTP POST request, other HTTP
request method, or other request for an action to be performed
on an identified resource belonging to an origin server),
which is transmitted to the proxy server 120.

The proxy server 120 analyzes the request at operation 164
and may perform a set of one or more request related actions
based on the results of the analyzing. For example, if the
requested content is in the cache 122 and is not expired (e.g.,
its TTL value has not expired), the proxy server 120 may
return the requested content to the client device 110A in the
response 162 without querying an origin server. If however,
the requested content is not in the cache 122 or has expired,
the proxy server 120 transmits the request to the origin server
130A on behalf of the client device 110A at operation 156.
The proxy server 120 receives the response 158 (e.g., an
HTTP response) that may include the requested content (e.g.,
an HTML document), or an error code (e.g., 404 error, SXX
error, etc.).

After receiving the response 158, the proxy server 120
analyzes the response (at the analyzing response operation
166) and determines a set of one or more response related
actions to perform based on the results of the analyzing
response operation 166. For example, assuming that the
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response includes the requested content (an HTML document
in this example), the proxy server 120 modifies the HTML
document to improve the loading performance of the web
page (the HTML document and its objects). In one embodi-
ment, the proxy server 120 inserts a reference to a loader
client-side script (e.g., Javascript) (hereinafter referred as
“loader”) in the <head> portion of the HTML returned from
the origin server. The loader can also alternatively be inserted
elsewhere into the HTML. The functionality of the loader will
bedescribed in greater detail later herein. In one embodiment,
the loader, when executed by the client network application,
begins a loop which waits for the page to be “onready” or be
finished loading. In one embodiment, if client network appli-
cation does not support the onready element (e.g., if the client
network application is old), the loader, when executed, starts
a timer that delays execution of the rest of the page for a
pre-defined amount of time.

The proxy server 120 also scans the rest of the HTML for
client-side script objects (e.g., by scanning for <script> tags).
The proxy server 120 modifies the script objects in such a way
to delay them from being executed by the client network
application. For example, the proxy server 120 changes the
type attribute of the script objects from its standard form (e.g.,
“text/javascript”) to a non-standard form (e.g., to “text/djs™)
in order to delay the script from being executed. In some
embodiments, the proxy server 120 also changes the “src”
attribute of the script object (if the script object has a “src”
attribute) and/or makes other modifications in order to pre-
vent the client network applications from loading/executing
that particular script. This causes the code within the <script>
tag to be ignored by the client network application so that
script does not block or delay page rendering. In some
embodiments, the proxy server 120 also scans the HTML
document for other objects that have a “src” attribute and
modifies them such that the request for the source of those
objects is deferred or loaded through the proxy server 120.

In an alternative embodiment, instead of the proxy server
120 modifying the objects to defer their loading, the loader,
when executed by the client network application, modifies the
objects to defer them from being executed in a similar way as
the proxy server. For example, the loader may intercept the
objects before they are loaded in order to modify them to
defer them from being executed.

In some embodiments, the loader, when executed by the
client network application, sends a request to the service
asking for the standard object package (a package is a set of
one or more objects) for the page that is being loaded (here-
inafter referred to a “standard package request™). In an alter-
native embodiment, the loader requests the standard object
package for the entire site. A standard object package is a
collection of one or more objects that are known and/or typi-
cally loaded on the page and/or site. The objects may include
a combination of one or more of the following: client-side
scripts, CSS, images, styles, classes, Flash elements, sound
files, or other objects. The objects in the standard package
may have the source domain as the origin server (i.e., located
on the same domain as the origin server) or have a different
source domain (i.e., located on a different domain than the
origin server).

Some client network applications support local storage
(sometimes referred to as DOM storage) that allows for per-
sistent data storage in addition to a standard client network
application cache. There is typically more storage capacity in
local storage than in client network application cache. Local
storage is domain specific and typically each domain has a
certain amount of storage space whereas client network appli-
cation cache is not domain specific and has a certain amount
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of storage space regardless of domain. The domain has con-
trol over what is stored in local storage whereas the client
network application has control over the browser cache.

In one embodiment, the loader only requests the standard
object package if it is being executed by a client network
application that does not support local storage. For example,
the loader checks whether a local storage variable is sup-
ported by the client network application to determine whether
it supports local storage. The package request as well as the
package are cacheable.

If the standard package of objects is not in local storage or
cache, the package request is relayed over the network to the
proxy server 120. The standard package request includes
information about the page/site that is currently being
requested. If the standard package requested is in local stor-
age or cache, then the package of objects is fetched from the
cache. In some embodiments of the invention, the standard
package request is made immediately. In other embodiments
of the invention, the standard package request is not made
until after the page signals the “onready” event or the loader
timer expires. In response to receiving a standard package
request, the proxy server 120 returns a multi-part response
that includes objects that are known to be loaded on the page
(and which it could locate).

The objects returned in a response to the standard package
request may be included in the page and are cached (if cach-
ing is supported). It should be understood that the objects in
the standard package of objects may differ than the object(s)
of the page being loaded by the client network application.
For example, object(s) may not be included in the standard
package of objects and/or the standard package of objects
may include object(s) that are not part of the page being
loaded by the client network application. As a result, addi-
tional objects may need to be requested (if not otherwise
locally available) and/or some objects may need to be
excluded by the client network application. The loader may
record those objects that need to be requested.

In addition to or in lieu of requesting the standard object
package, the loader, when executed by the client network
application, may request a dynamic object package for one or
more of the deferred objects that are not locally available to
the client network application (e.g., not in local storage, in
cache, or in local memory as being returned from a standard
package request). If a deferred object is locally available and
its time to live (TTL) has not expired, then the loader reads it
locally. If an object is not locally available or its TTL has
expired, then the loader includes a URL for that object on a
list for a dynamic object package. The deferred object(s) may
be hosted by different domains. Thus, a dynamic object pack-
age request may include URLs for multiple objects which
may be hosted by multiple domains. The dynamic object
package request is sent to the proxy server 120 in a single
request. Thus, the loader essentially groups multiple object
queries into a single request using a single TCP connection
thereby reducing the number of TCP connections otherwise
required to request and receive those objects. In one embodi-
ment, the loader collects the URLs for inclusion in the
dynamic object package request and causes the request to be
transmitted after the onready event is triggered or the loader’s
timer has expired. In an alternative embodiment of the inven-
tion, each request is made to the proxy server 120 one at a
time. In another embodiment of the invention or if an error in
the proxy service is detected, the requests are made individu-
ally and not through the proxy server 120 but directly to the
original domain.

Responsive to receiving a dynamic object package request
that includes a list of URLs corresponding to objects from the
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client network application, the proxy server 120 determines
whether that package of objects has been requested before
and, if so, whether a cached copy of the objects for the
package exists in the cache 122 and its TTL has not expired.
If so, the proxy server 120 returns the cached copy. In one
embodiment, the cached copy of the package is returned on
the same single TCP connection used to make the dynamic
object package request.

If a cached copy does not exist, the proxy server 120 splits
the individual URLs from the list and checks for each corre-
sponding object in its cache 122. If the URL’s object is on the
proxy server’s cache 122, and the cached object has not
expired, then it is included in a file to be sent to the client and
is streamed on the same single TCP connection. If the object
of the URL is not in the proxy server’s cache 122, or the
cached object has expired, then the proxy server 120 requests
the object directly from the URL via the network. When the
proxy server 120 receives a response from an origin server
with an object, the object is included in the response, and the
object is cached with a TTL value. The proxy server 120
separates each object in the file such that the client network
application can locate each different object in the file and
potentially store each different object in local storage (if local
storage is supported by that client network application). In
one embodiment, the proxy server 120 forms a response that
has an overall header and a multipart divider defined in the
header that separates different objects in the response. In
another embodiment, the proxy server 120 forms a response
that includes a footer index that specifies each object in the
response and the number of bytes that offset that object from
other objects in the response. The response may either be
returned all at once (for example, if it already existed as a
whole in the cache) or may be returned as parts are received
(in other words, parts of the response may be returned as a
stream and, potentially, asynchronously as various objects are
fetched URL requests). FIG. 12 illustrates an exemplary for-
mat of a dynamic object package response according to one
embodiment.

Ifthe proxy server 120 receives an error message from the
origin server (e.g., 404 error, SXX error, etc.) or otherwise
was not able to retrieve a requested object, the proxy server
120 includes an error object in the dynamic object package
response. By sending an error object, the proxy server 120
obscures the error from the client network application and
keeps the client network application from waiting for the
response to that object (which could cause the client network
application to hang and prevent other portions of the page
from loading). In addition, the receipt of an error object in a
dynamic object package response allows the client network
application to begin the process of skipping the object, dis-
playing an error message, or establishing a separate connec-
tion in an attempt to request the object directly from the
corresponding origin server (bypassing the proxy server).

The loader listens for the response for its request for
object(s). If the entire list of objects is returned, the client
network application locates each different object as specified.
For example, in one embodiment the loader uses the multipart
divider to separate the various objects by jumping to offsets as
specified. As another example, in one embodiment, the loader
uses the footer to separate the various objects by jumping to
offsets as specified. If the response is returned as a stream or
in parts, the client network application can separate the vari-
ous objects based on the multi-part separator. If a requested
object is not in the response, the loader requests the object
directly from the URL (bypassing the proxy server 120).

For each object that is returned, the loader associates the
object with the one or more tags on the page that reference the
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object. In one embodiment, the objects are loaded in order
that they were requested. In an alternate embodiment, the
objects are loaded in an order specified by an attribute field
associated with each object as it was originally included on
the page. In one embodiment, the loader causes the objects to
be loaded responsive to detecting that the page’s onready
element (or equivalent) has occurred or otherwise the rest of
the HTML page has finished loading.

If the proxy server 120 is unable to retrieve an object from
its origin server, it may return an error object to the client
network application. The error object may be included in the
list of files being streamed to the client network application
and may be represented in the response. Responsive to receiv-
ing an error object, the loader may cause a request for that
object to be sent to the origin server directly (bypassing the
proxy server 120).

In one embodiment of the invention, the loader (or another
script inserted on the page) may include a call after the page
has loaded that sends a manifest of all the objects on the page
(Javascript, CSS, Images, styles, classes, Flash elements,
sound files, or other objects) and their respective attributes
(e.g., size, type, presence in cache, etc.) to the proxy server
120 to be logged. The proxy server 120 stores these logs
and/or the logs generated by the loader requesting objects to
be preloaded in the log storage 126. The proxy server 120, or
an associated server, analyzes these logs in order to create the
standard package file. For each object on a page within a
website that passes through the proxy server 120, the proxy
server 120 creates an index based on a combination of the
percentage of pages the object is available on and/or its size.
If the index exceeds a specified value, then the proxy server
120 includes the object in the standard package file.

By way of example, an index may be made up of the
algorithm of the size of a file divided by the percentage of
pages within a website on which it is present. In this case, the
lower the number (i.e., the smaller the file or the more likely
it is to be requested) the more likely it would be that the file
would be included. The index may be adjusted by different
weights depending on the priorities (e.g., the size of the file
may be assigned a higher priority than its frequency of being
accessed if the goal is to minimize bandwidth). In one
embodiment, the proxy server 120 generates a table of con-
tents for each standard package file, separates multiple
objects in the file by a separator, and includes a footer index
with the byte offsets between each object in the file. In another
embodiment, the proxy server 120 generates a response that
has an overall header that defines a multipart divider and each
multi-part segment has its own header and indicates the byte
offsets between each object in the file. This file is then cached
on the proxy server 120 in the cache 122 and marked with a
TTL. In one embodiment of the invention, the file is distrib-
uted to multiple proxy servers running in one or more data
centers.

While FIG. 1 illustrates a single proxy server 120, in some
embodiments the service has multiple proxy servers that are
geographically distributed. For example, in some embodi-
ments, the service uses multiple point of presences (POPs). A
POP is a collection of networking equipment (e.g., authori-
tative name servers and proxy servers) that are geographically
distributed to decrease the distance between requesting client
devices and content. The authoritative name servers have the
same anycast [P address and the proxy servers have the same
anycast [P address. As a result, when a DNS request is made,
the network transmits the DNS request to the closest authori-
tative name server. That authoritative name server then
responds with a proxy server within that POP. Accordingly, a
visitor will be bound to that proxy server until the next DNS
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resolution for the requested domain (according to the TTL
(time to live) value as provided by the authoritative name
server). In some embodiments, instead of using an anycast
mechanism, embodiments use a geographical load balancer
to route traffic to the nearest POP. While FIG. 1 illustrates
multiple origin servers 130A-L coupled with the proxy server
120, in some embodiments the proxy server is coupled with a
single origin server. Moreover, in some embodiments, there
are multiple proxy servers providing service for a particular
domain. The owner of the proxy server 120 is typically dif-
ferent than the owners of the origin servers 130A-L. In addi-
tion, the proxy server 120 is not typically part of the local
network of the origin web servers 130A-L. For example, the
proxy server 120 is outside of the local area network of the
origin web servers 130A-L. and is typically not physically
accessible by owners/administrators of the origin servers
130A-L.

FIGS. 2A-B are data flow diagrams illustrating exemplary
operations of the page acceleration service according to one
embodiment. The client network application 115 establishes
a TCP connection 205 with the proxy server 120 using known
techniques. The client network application 115 then sends a
request for an HTML document to the proxy server 120. The
request for the HTML document may be received by the
proxy server 120 due to the domain hosting the HTML docu-
ment resolving to the proxy server 120. As another example,
the client network application 115 may be configured to
directly send the request to the proxy server 120 regardless
whether the domain hosting the HTML document resolves to
the proxy server 120.

Assuming that the proxy server 120 does not have the
HTML document in its cache, the proxy server 120 forwards
the request 212 to the appropriate origin server 130A for the
HTML document. Although not illustrated in order not to
obscure understanding of the invention, the proxy server 120
establishes a TCP connection with the origin server 130A.
The proxy server 120 then receives a response 214 with the
requested HTML document. The proxy server 120 may then
store the HTML document in its cache.

The proxy server 120 then modifies the HTML document
for page acceleration at operation 216. For example, as
described above the proxy server 120 inserts the loader 222
(or a reference to the loader) in the HTML document, and
modifies object(s) 224 (e.g., one or more client-side scripts,
images, CSS, classes, styles, audio files, video files, or other
object) in the HTML document that have an external source
(e.g., a “src” attribute) such that the loading of those objects is
deferred. The loader 222 and the modified object(s) 224 may
be interspersed with non-object HTML code. The proxy
server 120 transmits the response 218 that includes the modi-
fied HTML document to the client network application 115.
The request 210 and the response 218 are transmitted using
the TCP connection 205. After receiving the response 218, the
TCP connection 205 may be torn down or alternatively may
be kept alive. In one embodiment, the proxy server 120 stores
the modified HTML document in its cache so that it may
respond to future requests for the same HTML document
without performing the same modifications and without que-
rying the origin server for the HTML document.

The client network application 155 loads the HTML docu-
ment received in the response 218 and defers loading the
modified object(s) 224 at operation 230. As part of loading
and executing the loader 222, the TCP connection 231 is
established between the client network application 115 and
the proxy server 120. The TCP connection 231 is established
so that the deferred objects with an external source can be
requested through the proxy server 120.
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The loader 222 causes the client network application 115 to
request 232 an object package. For illustrative purposes the
requested object package may be a standard object package or
a dynamic object package. It should be understood that a
dynamic object package request may be requested after a
standard object package request if the standard object pack-
age does not include all of the deferred objects on the page.
For purposes of explanation, the objects that are part of the
package are the objects O1, O2, and O3. The request 232 is
made using the TCP connection 231.

The proxy server 120 determines whether the requested
package of objects is in cache and is not expired. If it is, then
the proxy server 120 formats and transmits the package
response 235 to the client network application 115. The file
sent in the response is formatted such that the client network
application can locate and access each object in the file and
potentially store each different object in local storage (if local
storage is supported by that client network application). As
illustrated in FIG. 2A, the package response includes an
object list 236 (e.g., in an header) that lists what objects are
included in the response and identifies where in the response
the objects are located. The object 01 237, object 02 238, and
object 03 239 is included in the response. The response 235 is
made using the TCP connection 231.

If the requested package of objects is not in cache (or the
cache as expired for those objects), then the proxy server 120
separates the URLs that correspond to the objects at operation
240. For each of these objects, the proxy server 120 deter-
mines whether that object is in its cache and is not expired. If
s0, the cached copy is used. If it is not in cache or the cache has
expired, then the proxy server 120 requests the object from its
origin server over the network. For purposes of explanation,
the object O1 is available in cache and the objects O1 and O2
are not. At operation 242, the proxy server 120 accesses the
object O1 from its cache. The proxy server 120 formats and
begins transmitting the response 244 to the client network
application 115. The response is streamed using the existing
TCP connection 231 (streaming meaning the objects are
transmitted to the client network application 115 as or shortly
after the proxy server 120 accesses them). The response 244
includes the list of objects 236 and the object O1 237.

Since the object O2 is not available in its cache, the proxy
server 120 transmits the request 246 to the origin server 130A
for the object O2 (the origin server 130A hosts the object O2).
The proxy server 120 also transmits the request 248 to the
origin server 130B for the object O3 (the origin server 130B
hosts the object O3).

The origin server 130B transmits the response 250 that
includes the object O3 before the origin server 130A trans-
mits a response for the object O2. Thus, in this example, the
proxy server 120 receives the object O3 before the object O2.
The proxy server 120 caches the object O3 in its cache at
operation 252. The proxy server 120 also streams 254 the
object O3 to the client network application 115 in the
response. As illustrated in FIG. 2B, the object O3 239 has
been added to the response. It should be understood that the
list 236 and the object O1 237 are not retransmitted to the
client network application 115. In other words, the proxy
server 120 does not transmit a completely new response to the
client network application 115 that includes the already trans-
mitted portions of the response (assuming that those portions
have been received and acknowledged by the client network
application 115). The streaming of the object O3 uses the
existing TCP connection 231.

Sometime later, the proxy server 120 receives the response
256 from the origin server 130A with the object O2. The
proxy server 120 caches the object O2 inits cache at operation
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258. The proxy server 120 also streams 260 the object O2 to
the client network application 115 in the response. As illus-
trated in FIG. 2B, the object O2 238 has been added to the
response. The streaming of the object O2 uses the existing
TCP connection 231. The TCP connection 231 is then torn
down.

Thus, as illustrated in FIGS. 2A-B, multiple object queries
are packaged into a single request (e.g., the request 232) using
a single TCP connection (e.g., the TCP connection 231) and
the objects are included in a single response (e.g., the
response 244), which may be transmitted asynchronously and
dynamically (as the objects are retrieved by the proxy server)
and use the same TCP connection. This reduces the number of
TCP connections otherwise required to request and receive
those objects which reduces the time required to load the
page. In addition, it should be understood that although FIGS.
2A-B illustrate only a single client network application, the
proxy server 120 receives and processes requests for many
client network applications. As such, the cache of the proxy
server 120 becomes accurate and current and many of the
objects requested can be directly accessed through its cache
without querying the origin servers, which reduces the time
required to load the page. In addition, typically the proxy
server 120 is located closer to the client devices meaning that
a request to the proxy server 120 can typically be answered
faster than a request to an origin server (e.g., the proxy server
120 is located on the edge of the network).

FIG. 3 is a flow diagram illustrating exemplary operations
for modifying an HTML document for improved loading
performance according to one embodiment. The operations
of' this and other flow diagrams will be described with refer-
ence to the exemplary embodiments of the other diagrams.
However, it should be understood that the operations of the
flow diagrams can be performed by embodiments of the
invention other than those discussed with reference to these
other diagrams, and the embodiments of the invention dis-
cussed with reference these other diagrams can perform
operations different than those discussed with reference to the
flow diagrams. In particular, the operations described with
reference to the flow diagrams are described as being per-
formed by components illustrated in FIG. 1 (e.g., the client
network application 115, the proxy server 120, origin servers
130, etc.).

At operation 310, the proxy server 120 receives an HTML
document from the origin server 130A. For example, the
client networking application 115 of the client device 110A
makes a request for an HTML document at a domain that
corresponds to the origin servers 130A. The request is
directed to the proxy server 120 and the proxy server 120
relays the request to the origin server 130A. In another
embodiment, the proxy server 120 retrieves the HTML docu-
ment from its cache. The HTML document is read into a
buffer (or at least a portion of the HTML document that fits
within the buffer).

Flow then moves to operation 315 and the proxy server 120
determines whether page acceleration is on. In one embodi-
ment, customers of the service can configure whether they
want the page acceleration process turned on for their domain
or individual pages. If it is not turned on, then flow moves to
operation 325 where the proxy server 120 returns the HTML
unmodified. If page acceleration is turned on, then flow
moves to operation 320 and the proxy server 120 inserts the
loader into the HTML received from the origin server 130.
For example, the proxy server 120 inserts the loader into the
<head> portion of the HTML. Details regarding the operation
of the loader will be described in greater detail later herein.
Flow then moves to operation 330.
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In one embodiment, in addition to inserting the loader, the
proxy server 120 modifies the client-side script objects
included in the HTML document in such a way to delay them
from being executed by the client network application 115.
The proxy server 120 may also modify other objects that have
a “src” attribute such that the request for those objects is
deferred. At operation 330, the proxy server 120 reads the
portion of the HTML document in the buffer and at operation
335 the proxy server 120 determines whether the bufter con-
tains a <script> tag or otherwise includes a client-side script.
If it does not contain a <script> tag, then flow moves to
operation 340 and the proxy server 120 flushes the portion of
the HTML document in the buffer to the client network appli-
cation 115. Flow then moves to operation 345 where if the
proxy server 120 determines that it is at the end of the HTML,,
flow moves to operation 375 and the operations finish (the
entire HTML document has been sent to the client network
application 115). If it is not the end of the HTML document,
then flow moves back to operation 330 where a next portion of
the HTML document is read into the buffer.

If'the buffer contains a <script>tag or otherwise includes a
client-side script, then flow moves to operation 350 and the
proxy server 120 inspects the first script tag in the buffer. Flow
then moves to operation 355 where if the proxy server 120
determines that the script tag includes an attribute that indi-
cates that the script should be loaded normally (e.g., the script
tag includes a no-replace-override attribute), then flow moves
to operation 370, otherwise flow moves to operation 360. In
one embodiment, customers of the service may indicate
whether scripts should be loaded normally. In one embodi-
ment, customers of the service indicate which scripts should
be loaded normally (the loading of the other scripts will be
deferred), while in another embodiment customers indicate
which scripts should be deferred (the other scripts will be
loaded normally).

Atoperation 370, the proxy server 120 determines whether
there are additional script tags in the buffer. If there are not,
then flow moves to operation 375 and the proxy server 120
flushes the portion of the HTML document in the buffer to the
client network application 115. If there is an additional script
tag, then flow moves to operation 365 and the proxy server
120 inspects the next script tag and flow moves to operation
355. If the script tag does not indicate that the script should be
loaded normally (e.g., the script tag does not include a no-
replace-override attribute), then flow moves to operation 360
and the proxy server 120 rewrites the type attribute of the
script to a non-standard form to cause the loading of that
script to be deferred. Flow moves from operation 360 to
operation 370.

In one embodiment, the proxy server 120 caches the modi-
fied HTML document (e.g., in the cache 122) with a TTL
value so that future requests for the same HTML document
may be retrieved and returned from the cache of the proxy
server 120.

The client network application 115 receives the modified
HTML document from the proxy server 120. The client net-
work application 115 begins loading the page as the portion of
the HTML document is received. In one embodiment, the
loader causes object(s) referenced in the HTML document to
be deferred from loading until the other parts of the HTML
are loaded; while in other embodiments, the loader begins the
process of requesting the object(s) referenced in the HTML
document in the order in which they appear on the page. As
described above, in some embodiments, the loader causes a
package request to be sent to the proxy server 120. The loader
typically requests the standard object package from the proxy
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server 120 when the client network application 115 does not
support local storage, but may also request the package even
if local storage is supported.

FIG. 4 is a flow diagram illustrating exemplary operations
for a client network application requesting a standard pack-
age of objects (e.g., client-side scripts) for a site or page
according to one embodiment. In one embodiment, the opera-
tions described with reference to FIG. 4 are performed by a
client network application that does not support local storage.
For purposes of an example the operations described with
reference to F1G. 4 are described with reference to client-side
scripts, but it should be understood that similar operations are
applicable to other types of objects (e.g., CSS, Images, styles,
classes, Flash elements, sound files, or other objects). In one
embodiment, the operations described with reference to FIG.
4 are performed responsive to the page being “onready” or
otherwise finished loading, while in other embodiments the
operations are performed without regard to the page being
“onready” or otherwise finished loading.

At operation 410, the loader attempts to load the standard
client-side script package for the HTML page. Flow moves to
operation 415 where if the package is in the cache of the client
network application, then flow moves to operation 430 and
the package is read from the cache and flow moves to opera-
tion 435, otherwise flow moves to operation 420. In an alter-
native embodiment where the client network application 115
supports local storage, the loader also checks whether the
package is in the local storage and if so reads it from the local
storage.

At operation 420, the loader causes a request to be sent to
the proxy server 120 for the standard client-side script pack-
age for the page. Details regarding processing the package
request will be described in greater detail with respect to FI1G.
5. Flow moves from operation 420 to operation 425 where the
client network application determines whether the proxy
server 120 returned an error instead of returning anything
(otherwise the server returned the requested package). If the
server returned an error, then flow moves to operation 445,
otherwise flow moves to operation 435.

At operation 435, the loader loads a manifest of objects
from the client-side script package. Flow then moves to
operation 445. At operation 445, the loader determines
whether the page is finished rendering. After the page is
finished rendering, flow moves to operation 450 and the
loader reads the deferred script objects on the page (e.g., those
scripts that were modified as being deferred by the proxy
server 120). Flow then moves to operation 455 where the
loader reads a first script object and determines whether that
script object is memory and returned in the client-side script
package. If it is, then flow moves to operation 465, otherwise
flow moves to operation 460 and the loader cause the client
network application to request and receive the script object
directly from the origin server (e.g., bypassing the proxy
server 120), and flow moves to operation 470. At operation
465, the loader reads the script object from the client-side
script package and flow moves to operation 470. At operation
470, the loader causes the script object to be inserted into the
page and flow moves to operation 475. If there are more
deferred script objects on the page, then flow moves to opera-
tion 480 and the next deferred script object is read and flow
moves back to operation 455. If there are no more deferred
script objects on the page, then the operations complete.

FIG. 5 is a flow diagram illustrating exemplary operations
for a proxy server responding to a request from a client
network application for a standard client-side script package
according to one embodiment. Although the operations
described in FIG. 5 are specific to client-side scripts, similar
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operations are performed when responding to a package
request for other types of objects. At operation 510, the proxy
server 120 receives a request from a client network applica-
tion 115 for a client-side script package for a particular page
(or site). Flow then moves to operation 515 where the proxy
server 120 determines whether the package is in its cache 122.
If it is, then flow moves to operation 520 and if the cached
package has not expired, then flow moves to operation 585
and the package is returned to the client network application
115. Ifthe package is not in the cache or has expired, then flow
moves to operation 525 and the proxy server 120 splits the
individual URLs from the package and flow moves to opera-
tion 530.

At operation 530, the proxy server 120 reads the first URL
from the package (or otherwise reads one of the URLs from
the package) and flow moves to operation 535. If the resource
corresponding to the URL is in the cache 122, then flow
moves to operation 540 where the proxy server determines
whether the cached resource has expired. If the cached
resource has expired, then flow moves to operation 555, oth-
erwise flow moves to operation 545. If the resource corre-
sponding to the URL is not in cache (or the cache is expired),
flow moves to operation 555 and the proxy server 120
requests the resource corresponding to the URL via the Inter-
net (e.g., the request is sent to the origin server of the
resource). Flow moves from operation 555 to operation 560.

At operation 545, the proxy server 120 appends a multi-
part divider to the page to separate the objects and flow moves
to operation 550 where the object is returned to the client
network application 115 using the existing connection. Flow
then moves to operation 565. It should be understood that the
object is returned to the client network application 115 using
the existing connection. It should be understood that there
may be multiple objects of the package returned using the
existing connection, and the objects may be returned as the
proxy server 120 locates them.

At operation 560, the proxy server 120 listens for a
response from the origin server corresponding to the request
in operation 555 and typically receives a response from that
origin server, however it should be understood that the origin
server may be down or the request may timeout. The response
from the origin server may include the requested resource or
may be an error message (e.g., 404 error, server error, etc.).
Flow moves from operation 560 to operation 545.

Atoperation 565, the proxy server 120 determines whether
there are more URLs in the client-side script package. If there
is, then flow moves to operation 575 where the next URL is
read and flow then moves back to operation 535. If there are
no more URLs that are part of the package, then flow moves
to operation 570 and the proxy server 120 creates the client-
side script package and caches it in the cache 122. The client-
side script package is in a format such that the client network
application 115 can locate each different object in the file and
potentially store that object in local storage (if local storage is
supported by the client network application) at operation 580.
In one embodiment, the proxy server 120 forms a response
that has an overall header and a multipart divider defined in
the header that separates different objects in the response. In
another embodiment, the proxy server 120 forms a response
that includes a footer index that specifies each object in the
response and the number of bytes that offset that object from
other objects in the response. The response may either be
returned all at once (for example, if it already existed as a
whole in the cache) or may be returned as parts are received
(in other words, parts of the response may be returned as a
stream and, potentially, asynchronously as various objects are
fetched URL requests).
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FIG. 6 is a flow diagram illustrating exemplary operations
for determining which objects are to be included in a standard
object package according to one embodiment. At operation
610, the proxy server 120 retrieves the logs for all scripts
loaded on pages of a particular site from the log storage 126.
In one embodiment, the information in the logs may be gen-
erated as a result of the loader including a call that sends a
manifest of all the objects on the page (Javascript, CSS,
Images, styles, classes, Flash elements, sound files, or other
objects) and their respective attributes (e.g., size, type, pres-
ence in cache, etc.) to the proxy server 120 to be logged.

For example, FIG. 7 is a flow diagram illustrating exem-
plary operations for sending a manifest of objects and their
respective attributes to the proxy server according to one
embodiment. At operation 710, the client network application
115 finishes loading a web page. Flow then moves to opera-
tion 720 and the loader reads all the images, CSS classes, flash
files, sound files, scripts, and other objects in the DOM
(Document Object Model) and their respective attributes
(e.g., size, type, name, presence in cache, URL, etc.). Flow
then moves to operation 730 and the loader causes the client
network application 115 to send a manifest of the objects and
page information to the proxy server 120.

With reference back to FIG. 6, flow moves from operation
610 to 620. At operation 620, the proxy server 120 creates an
index for each object based on the frequency ofload and/or its
size. Flow then moves to operation 625 and the proxy server
120 retrieves the first object included in the logs. Flow then
moves to operation 630 and the proxy server determines
whether the index value is above a predetermined threshold.
It it is above a predetermined threshold, then flow moves to
operation 635 where the object is added to the standard object
package for the site. If it is below the threshold, then flow
moves to operation 640 where the proxy server 120 deter-
mines whether there are more objects included in the logs. If
there is, then flow moves to operation 645 where the next
object is retrieved and flow moves back to operation 630. If
there are no more objects, then flow moves to operation 650
and the proxy server 120 creates a manifest for the bundle of
objects (the standard object package). Flow then moves to
operation 655 and the proxy server 120 creates a manifest of
objects separated by a divider string. Flow then moves to
operation 660 and the standard object package is saved. The
standard object package may also be distributed to multiple
proxy servers running in one or more data centers.

In addition to or in lieu of requesting the standard object
package, in one embodiment the loader determines each
object that has been deferred from loading and makes a
request to the proxy server for those objects (typically using
a single request). FIG. 8A is a flow diagram illustrating exem-
plary operations for requesting object(s) that have been
deferred according to one embodiment. In one embodiment,
the operations performed in FIGS. 8A are performed by a
client network application that supports local storage.
Although the operations described in FIG. 8A-B are
described with reference to client-side scripts, similar opera-
tions are performed when requesting different object types
(e.g., CSS, images, styles, classes, Flash elements, sound
files, or other objects).

At operation 810, the client network application 115 loads
the HTML of the webpage into its DOM. Flow then moves to
operation 815 and the loader reads the “src” of each URLs of
each script on the page and flow moves to operation 820. At
operation 820, the loader examines the first script URL on the
page (or alternatively one of the script URLs on the page).
Flow then moves to operation 825 and the loader determines
whether the URL for that script is in local storage. If it is, then
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flow moves to operation 835, otherwise flow moves to opera-
tion 830 and the loader adds the URL to the request queue and
flow moves to operation 835.

At operation 835, the loader determines whether there is
another script on the page. If there is, then flow moves to
operation 840 and the loader examines the next script URL
(or alternatively a different one of the script URLs on the
page) and flow moves back to operation 825. If there are no
more scripts on the page, then flow moves to operation 845
and loader transmits the list of requested objects (identified
through their respective URLs) to the proxy server 120 (as-
suming that there is at least one URL that is part of the request
queue). In one embodiment, the list of requested URLs are
transmitted in a single request to the proxy server 120 over a
single TCP connection (referred to as a dynamic object pack-
age request). Thus, multiple client-side script queries can be
grouped into a single TCP request thereby reducing the num-
ber of TCP connections required to request the client-side
script objects and reducing the time required to request (and
therefore receive) the client-side script objects. FIG. 9, which
will be described in greater detail later herein, describes
operations performed on the proxy server 120 for processing
a dynamic object package request from a client network
application that includes a list of URLs.

FIG. 8B is a flow diagram illustrating exemplary opera-
tions performed responsive to receiving a dynamic object
package reply according to one embodiment. The operations
begin at operation 850 (from the operation 845) where the
client network application 115 receives the scripts in one
response from the proxy server 120 over the existing TCP
connection. The script objects may be streamed back through
the connection as they are located by the proxy server 120 and
may not necessarily be in the order in which they were listed
in the list of requested URLs in the dynamic object package
request. As will be described in greater detail with respect to
FIG. 9, the response includes a single file that separates each
object in the file such that the client network application can
locate each different object and potentially store that object in
local storage (if supported). The file in the response includes
an object for each of the requested client-side script objects;
however some of the object(s) may be error objects. An error
object indicates that the proxy server 120 was unable to
retrieve the requested object (e.g., due to a 404 error, server
error, or other error). Sending a specific error object to the
client network application allows it to begin the process of
skipping the object, displaying an error message, or establish-
ing a connection in an attempt to request the object directly
from the corresponding origin server (bypassing the proxy
server).

Flow then moves to operation 855 where the loader sepa-
rates the scripts into distinct pieces using the information in
the file. For example, the header of the response may indicate
the positions of the script objects in the file. Next, flow moves
to operation 860 and the loader attempts to store the separated
script objects in local storage. The use of local storage allows
the loader to cache parts of the response (e.g., each individual
script object returned in the response); whereas client net-
work application cache is only able to cache the response as a
whole. Flow then moves to operation 865 and if the local
storage is full (or otherwise cannot support storing the list of
scripts), then flow moves to operation 875, otherwise flow
moves to operation 870 where the separated script objects are
stored in local storage. Flow moves from operation 870 to
operation 890 where the client network application 115 waits
for execution of the scripts, which will be described in greater
detail with reference to FI1G. 10.

25

30

40

45

50

18

At operation 875 (local storage is full), the client network
application 115 performs cache eviction (if possible) in an
attempt to free space in the local storage. For example, the
objects whose TTL has expired are removed. As another
example, the objects that have a relatively shorter TTL value
until expiration are removed. The cache eviction can also be
based on the time in the local storage, the size of the objects
in local storage, when the object was requested or used on the
page, etc. Flow moves to operation 880 where if the local
storage is still full (or cannot support storing the list of
scripts), flow moves to operation 885 and the list of scripts (or
at least the portion of scripts that cannot be stored in the local
storage) is held in memory until it is executed. Flow moves
from operation 885 to operation 890. Ifthe local storage is not
full, then flow moves to operation 870.

FIG. 9 is a flow diagram illustrating exemplary operations
performed on the proxy server 120 when processing a request
from a client network application for a dynamic object pack-
age according to one embodiment. Although the operations
described in FIG. 9 are specific to client-side scripts, similar
operations are performed when responding to a request for
other types of objects.

At operation 910, the proxy server 120 receives a dynamic
object package request from a client network application 115
that include alist of objects identified through their respective
URLs. The list may be for resources located on different
domains (including those which do not point to the proxy
server 120). Flow then moves to operation 915 where the
proxy server 120 determines whether the resource(s) corre-
sponding to the list of URL(s) is in the cache 122. If they are,
then flow moves to operation 920 and if the cache has not
expired, then flow moves to operation 985 and the cached
copy of those resource(s) are returned to the client network
application 115. If the resource(s) corresponding to the list
are not in the cache or the cache has expired, flow moves to
operation 925 and the proxy server 120 splits the individual
URLSs from the list and flow moves to operation 930.

At operation 930, the proxy server 120 reads the first URL
from the list (or otherwise reads one of the URLs of the list)
and flow moves to operation 935. If the resource correspond-
ing to the URL is in the cache 122, then flow moves to
operation 940 where the proxy server determines whether the
cached resource has expired. If the cached resource has
expired, then flow moves to operation 955, otherwise flow
moves to operation 545. If the resource corresponding to the
URL is not in cache (or the cache is expired), flow moves to
operation 955 and the proxy server 120 requests the resource
corresponding to the URL via the Internet (e.g., the request is
sent to the origin server of the resource). Flow moves from
operation 955 to operation 960.

At operation 945, the proxy server 120 appends a multi-
partdivider to the page to separate the objects and flow moves
to operation 950 where the object is returned to the client
network application 115. Flow then moves to operation 965.
It should be understood that the object is returned to the client
network application 115 using the existing connection. At
operation 960, the proxy server 120 listens for a response
from the origin server corresponding to the request in opera-
tion 955 and typically receives a response from that origin
server, however it should be understood that the origin server
may be down or the request may timeout. The response from
the origin server may include the requested resource or may
be an error message (e.g., 404 error, server error, etc.). Flow
moves from operation 960 to operation 945.

At operation 965, the proxy server 120 determines whether
there are more URLSs in the list of URLs. If there is, then flow
moves to operation 975 where a next URL is read and flow
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then moves back to operation 935. If there are no more URLs
that are part of the list, then flow moves to operation 970 and
the proxy server 120 creates the list of resources and caches it
in the cache 122. The proxy server 120 formats the response
such that the client network application 115 can locate each
different object in the file and potentially store that object in
local storage (if local storage is supported by the client net-
work application) at operation 980. FIG. 12 illustrates an
exemplary response according to one embodiment. In one
embodiment, the proxy server 120 forms a response that has
an overall header and a multipart divider defined in the header
that separates different objects in the response. In another
embodiment, the proxy server 120 forms a response that
includes a footer index that specifies each object in the
response and the number of bytes that offset that object from
other objects in the response. The response may either be
returned all at once (for example, if it already existed as a
whole in the cache) or may be returned as parts are received
(in other words, parts of the response may be returned as a
stream and, potentially, asynchronously as various objects are
fetched URL requests).

FIG.10is a flow diagram illustrating exemplary operations
performed by a client network application for loading scripts
after the page has loaded according to one embodiment. At
operation 1010, if the client network application supports the
onready element, then flow moves to operation 1015, other-
wise flow moves to operation 1070 where alternative actions
are taken. For example, the loader causes the client network
application 115 to begin a timer that delays execution of the
rest of the page for a pre-defined amount of time. As another
example, the loader checks the onReadyStateChange element
and the window.onload element to determine if the page is
finished loading.

At operation 1015, the loader waits until the page has
finished loading the HTML (is in the onready state). After the
page has finished loading, then flow moves to operation 1020
and the loader scans the HTML document and loads the list of
elements that have been changed to a non-standard form to
indicate that loading has been deferred (e.g., text/djs). Flow
the moves to operation 1025 and the client network applica-
tion reads the first item on the list and replaces the non-
standard form type with the standard form type (e.g., replace
text/djs with text/javascript) at operation 1030. Flow moves
from operation 1030 to operation 1035.

At operation 1035, the client network application 115
determines whether the element has a source field. If it does,
then flow moves to operation 1050 where it is determined
whether the source has been preloaded (e.g., is in local
memory and ready for execution). If the source has not been
preloaded, then flow moves to operation 1060 and the object
is attempted to be read from its origin server (which may or
may not involve the proxy server 120) and flow moves to
operation 1055. If the source is preloaded, flow moves to
operation 1055. At operation 1055, the client network appli-
cation 115 appends the source to the object and flow moves to
operation 1040. In one embodiment, the client network appli-
cation 115 performs an “eval” command that executes the
script object and outputs it in its original location in the page.

At operation 1040, the client network application 115
determines whether there are additional items on the list of
elements. If there is, then flow moves to operation 1045 and a
next item is read from the list and flow moves back to opera-
tion 1030, otherwise the operations complete.

FIG. 11 illustrates exemplary operations performed by a
client network application processing responses from the
proxy server including multiple resources corresponding to
multiple URLs according to one embodiment. At operation
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1110, the client network application 115 loads HTML con-
tent. Next, the loader creates a list of objects on the page at
operation 1115 and requests the objects corresponding to the
object URLs. In one embodiment, a single request includes
all of the list of object URLs, while in other embodiments
there are multiple requests transmitted to the proxy server for
the list of objects. Flow then moves to operation 1125.

At operation 1125, the client network application receives
the response from the proxy server 120. Flow then moves to
operation 1130 where it is determined whether the response is
complete. Ifit is not complete, flow moves to operation 1140.
If the response is complete, then flow moves to operation
1135. As previously described, the response from the proxy
server 120 may include multiple objects that are separated in
a way that the client network application can retrieve each
individual object from the response. The following operations
use as an example a response including a table of contents and
amulti-part divider to separate the objects. However, it should
be understood that the type of separating the file into indi-
vidual objects is exemplary and may be different in different
embodiments. At operation 1135, the client network applica-
tion 115 reads the table of contents from the end of the file and
flow moves to operation 1160. At operation 1160, the file is
divided based on byte dividers as indicated in the table of
contents. Flow then moves to operation 1165 and for each
new section, the client network application 115 creates a new
object. Flow then moves to operation 1155.

Atoperation 1140, the client network application 115 reads
the file until it reaches a divider as indicated in the table of
contents. Flow then moves to operation 1145 and the client
network application 115 creates an object from the previous
divider to the next divider. Thus, the dividers separate the
objects in the response. Flow then moves to operation 1150
and if the client network application 115 has finished reading
the objects in the response, then flow moves to operation
1155. At operation 1155, the client network application 115
adds the new objects to its DOM The objects will then
execute. Alternatively, the client network application 115 per-
forms an “eval” on the objects, or otherwise prepares the
objects for execution.

FIG. 12 illustrates an exemplary package response accord-
ing to one embodiment. The package response includes a
header 1220 that defines a multipart divider that separates the
different objects 1270 in the response. The divider is created
randomly by the proxy server when creating the package file.
The response includes a package manifest 1250 (table of
contents) that includes a header that indicates the total num-
ber of bytes for the object 1225, the total number of bytes in
the object without the header 1230, an identifier 1235 that
indicates the object is the manifest (table of contents), the
response code for the object 1240, and the type of object
1245. The package manifest object 1250 also includes a listof
objects to follow in the package 1252. It should be noted that
each object in the list 1252 has been assigned a unique object
identifier (0-4 in this case). The objects 1270 below each
include a header and are separated by the multipart divider
1220. The header of each indicates the identifier of the object.
For example, the header of the object 1254 includes an iden-
tifier 1255 of O that indicates it is an object for http://www.ex-
ample.com/smalll.js. Each object header also includesa TTL
value. For example, the header of the object 1254 includes the
TTL value 1260 (7200). Each object header also includes a
server response code. For example, the header of the object
1264 includes a status code 1265 that indicates that the object
could not be found.

In one embodiment, the objects 1270 are streamed back to
the requesting client network application as they are
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retrieved. It should also be noted that the order of the objects
1270 is not necessarily the same as the order requested (as-
sumed to be in order in the list 1252). For example, the object
with an identifier of 4 is streamed to the client network appli-
cation before the object with an identifier of 1.

While embodiments have been described with respectto a
proxy provisioned through DNS that can change HTML (e.g.,
include the loader as previously described herein), embodi-
ments are not so limited. In particular, in some embodiments,
the HTML is cached and modified offline rather than being
dynamically altered by a proxy server.

Asillustrated in FIG. 13, the computer system 1300, which
is a form of a data processing system, includes the bus(es)
1350 which is coupled with the processing system 1320,
power supply 1325, memory 1330, and the nonvolatile
memory 1340 (e.g., a hard drive, flash memory, Phase-
Change Memory (PCM), etc.). The bus(es) 1350 may be
connected to each other through various bridges, controllers,
and/or adapters as is well known in the art. The processing
system 1320 may retrieve instruction(s) from the memory
1330 and/or the nonvolatile memory 1340, and execute the
instructions to perform operations described herein. The bus
1350 interconnects the above components together and also
interconnects those components to the display controller &
display device 1370, Input/Output devices 1380 (e.g., NIC
(Network Interface Card), a cursor control (e.g., mouse,
touchscreen, touchpad, etc.), a keyboard, etc.), and the
optional wireless transceiver(s) 1390 (e.g., Bluetooth, WiF1i,
Infrared, etc.). In one embodiment, the client devices 110A-1,
the service server 125, the proxy server 120, and/or the origin
servers 130A-L can take the form of the computer system
1300.

Embodiments of the invention described herein improve
performance of loading web resources. In some embodi-
ments, client-side scripts included in the HTML are deferred
from loading until the rest of the HTML content is loaded
thereby reducing the perceived loading time since the core of
the web page is loaded. Thus, the core content of the HTML
page is loaded and then the client-side scripts are loaded. In
some embodiments, multiple object queries (e.g., multiple
client-side script queries) are collected into a single TCP
request to the proxy server thereby reducing the time taken by
initiating multiple TCP requests for multiple resources. In
addition, the responses for the multiple object queries are
streamed to the client network application through the single
TCP connection as they are retrieved, potentially asynchro-
nously.

While embodiments have been described with reference to
requesting multiple client-side script objects into a single
TCP request to the proxy server and the proxy server stream-
ing back the results as it retrieves them through that single
TCP connection, it should be understood that embodiments
are not limited to client-side script objects. In some embodi-
ments, any object that has a “src” attribute may be packaged
into a request (along with or separate from the request for the
client-side script objects). In such embodiments, instead of
the client network application executing the client-side script
object, the client network application typically recreates a
DOM object and inserts the object into the correct location on
the page. For example, if the object is an image, the client
network application creates a DOM object for the image and
inserts it into its original location on the page.

The techniques shown in the figures can be implemented
using code and data stored and executed on one or more
computing devices (e.g., client devices, servers, etc.). Such
computing devices store and communicate (internally and/or
with other computing devices over a network) code and data
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using machine-readable media, such as machine-readable
storage media (e.g., magnetic disks; optical disks; random
access memory; read only memory; flash memory devices;
phase-change memory) and machine-readable communica-
tion media (e.g., electrical, optical, acoustical or other form of
propagated signals—such as carrier waves, infrared signals,
digital signals, etc.). In addition, such computing devices
typically include a set of one or more processors coupled to
one or more other components, such as one or more storage
devices, user input/output devices (e.g., a keyboard, a touch-
screen, and/or a display), and network connections. The cou-
pling of the set of processors and other components is typi-
cally through one or more busses and bridges (also termed as
bus controllers). The storage device and signals carrying the
network traffic respectively represent one or more machine-
readable storage media and machine-readable communica-
tion media. Thus, the storage device of a given computing
device typically stores code and/or data for execution on the
set of one or more processors of that computing device. Of
course, one or more parts of an embodiment of the invention
may be implemented using different combinations of soft-
ware, firmware, and/or hardware.

While the flow diagrams in the figures show a particular
order of operations performed by certain embodiments of the
invention, it should be understood that such order is exem-
plary (e.g., alternative embodiments may perform the opera-
tions in a different order, combine certain operations, overlap
certain operations, etc.).

While the invention has been described in terms of several
embodiments, those skilled in the art will recognize that the
invention is not limited to the embodiments described, can be
practiced with modification and alteration within the spirit
and scope of the appended claims. The description is thus to
be regarded as illustrative instead of limiting.

What is claimed is:

1. A method in a server for improving loading of web
resources, the method comprising:

receiving a first request from a client network application

for a Hypertext Markup Language (HTML) document,
wherein the first request identifies a first domain that
hosts the HTML document;

retrieving the requested HTML document, wherein the

retrieved HTML document includes,

afirst reference to a first object that is located at a second
domain, and

a second reference to a second object that is located at a
third domain;

modifying the HTML document including inserting a cli-

ent-side script loader or a reference to the client-side

script loader into the HTML document, wherein the

client-side script loader is configured to, when executed

by the client network application, perform the follow-

ing:

initiate a single Transmission Control Protocol (TCP)
connection with the server, and

transmit a single second request to the server over the
single TCP connection for the first object and the
second object; and

transmitting the modified HTML document to the client

network application.

2. The method of claim 1, further comprising:

receiving the single second request over the single TCP

connection from the client network application;
retrieving the first object and the second object; and
transmitting the first object and the second object to the
client network application in a single first response over
the single TCP connection.



US 9,342,620 B2

23

3. The method of claim 2, wherein the first object and the
second object are included in the single first response and
transmitted to the client network application as they are
retrieved regardless of an order in which they are retrieved.

4. The method of claim 2, wherein retrieving the first object
includes determining that the first object is in cache and has
not expired and retrieving the first object from the cache.

5. The method of claim 2, wherein retrieving the second
object includes,

determining that the second object is not in cache or is in

cache but expired;

transmitting a third request to an origin server that hosts the

first object; and

receiving a second response from the origin server that

includes the first object.

6. The method of claim 1, wherein prior to transmitting the
modified HTML document to the client network application,
automatically modifying the first reference and the second
reference such that the client network application will not
request the first object and the second object respectively until
the client network application executes the client-side script
loader.

7. The method of claim 6, wherein the client-side script
loader is configured to be executed by the client network
application only after the client network application has com-
pleted loading the rest of the HTML document.

8. The method of claim 1, wherein the first request and the
single second request are received at the server as a result of
a Domain Name System (DNS) request for the first domain,
second domain, and third domain resolving to an IP address
of the server.

9. A non-transitory machine-readable storage medium that
provides instructions that, when executed by a processor of a
server, cause said processor to perform operations compris-
ing:

receiving a first request from a client network application

for a Hypertext Markup Language (HTML) document,
wherein the first request identifies a first domain that
hosts the HTML document;

retrieving the requested HTML document, wherein the

retrieved HTML document includes,

afirst reference to a first object that is located at a second
domain, and

a second reference to a second object that is located at a
third domain;

modifying the HTML document including inserting a cli-

ent-side script loader or a reference to the client-side

script loader into the HTML document, wherein the

client-side script loader is configured to, when executed

by the client network application, perform the follow-

ing:

initiate a single Transmission Control Protocol (TCP)
connection with the server, and

transmit a single second request to the server over the
single TCP connection for the first object and the
second object; and

transmitting the modified HTML document to the client

network application.

10. The non-transitory machine-readable storage medium
of'claim 9, wherein the non-transitory machine-readable stor-
age medium further provides instructions that, when executed
by the processor of the server, cause said processor to perform
operations comprising:

receiving the single second request over the single TCP

connection from the client network application;
retrieving the single object and the second object; and
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transmitting the first object and the second object to the
client network application in a single first response over
the single TCP connection.

11. The non-transitory machine-readable storage medium
of'claim 10, wherein the first object and the second object are
included in the single first response and transmitted to the
client network application as they are retrieved regardless of
an order in which they are retrieved.

12. The non-transitory machine-readable storage medium
of claim 10, wherein retrieving the first object includes deter-
mining that the first object is in cache and has not expired and
retrieving the first object from the cache.

13. The non-transitory machine-readable storage medium
of claim 10, wherein retrieving the second object includes,

determining that the second object is not in cache or is in

cache but expired;

transmitting a third request to an origin server that hosts the

first object; and

receiving a second response from the origin server that

includes the first object.

14. The non-transitory machine-readable storage medium
of claim 9, wherein prior to transmitting the modified HTML
document to the client network application, automatically
modifying the first reference and the second reference such
that the client network application will not request the first
object and the second object respectively until the client net-
work application executes the client-side script loader.

15. The non-transitory machine-readable storage medium
of'claim 14, wherein the client-side script loader is configured
to be executed by the client network application only after the
client network application has completed loading the rest of
the HTML document.

16. The non-transitory machine-readable storage medium
of claim 9, wherein the first request and the single second
request are received at the server as a result of a Domain
Name System (DNS) request for the first domain, second
domain, and third domain resolving to an IP address of the
server.

17. A server for improving loading of a web page, the
server comprising

a processor; and

anon-transitory machine-readable storage medium config-

ured to store instructions that, when executed by the
processor, cause said processor to perform the follow-
ing:
receive a first request from a client network application
for a Hypertext Markup Language (HTML) docu-
ment, wherein the first request identifies a first domain
that hosts the HTML document;
retrieve the requested HTML document, wherein the
retrieved HTML document includes,
a first reference to a first object that is located at a
second domain, and
a second reference to a second object that is located at
a third domain;
modify the HTML document including an insertion of a
client-side script loader or a reference to the client-
side script loader into the HTML document, wherein
the client-side script loader is configured to, when
executed by the client network application, perform
the following:
initiate a single Transmission Control Protocol (TCP)
connection with the server, and
transmit a single second request to the server over the
single TCP connection for the first object and the
second object; and
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transmit the modified HTML document to the client
network application.

18. The server of claim 17, wherein the non-transitory
machine-readable storage medium further is configured to
store instructions that, when executed by the processor of the
server, cause said processor to perform the following:

receive the single second request over the single TCP con-

nection from the client network application;

retrieve the first object and the second object; and

transmit the first object and the second object to the client

network application in a single first response over the
single TCP connection.

19. The server of claim 18, wherein the first object and the
second object are included in the single first response and are
to be transmitted to the client network application as they are
retrieved regardless of an order in which they are retrieved.

20. The server of claim 18, wherein retrieval of the first
object includes the following operations to be performed,

determine that the first object is in cache and has not

expired, and

retrieve the first object from the cache.

21. The server of claim 18, wherein retrieval of the second
object includes the following operations to be performed,
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determine that the second object is not in cache or is in

cache but expired;

transmit a third request to an origin server that hosts the

first object; and

receive a second response from the origin server that

includes the first object.

22. The server of claim 17, wherein prior to transmitting
the modified HTML document to the client network applica-
tion, automatically modify the first reference and the second
reference such that the client network application will not
request the first object and the second object respectively until
the client network application executes the client-side script
loader.

23. The server of claim 22, wherein the client-side script
loader is configured to be executed by the client network
application only after the client network application has com-
pleted loading the rest of the HTML document.

24. The server of claim 17, wherein the first request and the
single second request are received at the server as a result of
a Domain Name System (DNS) request for the first domain,
second domain, and third domain resolving to an IP address
of the server.



